401-BCA Object Oriented Programing using C++

With your friend: @Jat Kishan

1. What is Operator ? Explain any three operators in detail.

In C++, operators are special symbols that perform operations on values and variables. They are essential
for calculations, comparisons, logical operations, and various other tasks within a program. Here's an

explanation of three specific operators, including common ones and those unique to C++:

Scope Resolution Operator (::)

® Purpose: Accesses members of a namespace or a class from outside its scope.
* Syntax: namespace_name:member_name or class_name:member_name

® Example: C++

std::cout << "Hello, world!" << std::endl; // Accessing cout and endl from the std
namespace

Pointer Operator (*)

® Purpose: Declares a pointer variable, dereferences a pointer to access the value it points to, or declares
a pointer to a member of a class.
* Syntax:
= Declaration: data_type *pointer_name;
= Dereferencing: *pointer_name
= Pointer to member: class_name:*member_pointer_name;
® Examples: C++

int *ptr = &x; // Declaring a pointer to an integer
int value = *ptr; // Dereferencing the pointer to get the value

Insertion and Extraction Operators (<< and >>)

® Purpose: Used for input and output operations in C++ streams.
* Syntax:

= Qutput: stream_object << value;

" |nput: stream_object >> variable;
® Example: C++

std::cin >> input_value; // Taking input from the user
std::cout << "Result: " << calculated_value << std::endl; // Displaying output

Other Special Operators in C++:

® Member Access Operator (.): Accesses members of a class object.



* Address-of Operator (&): Returns the memory address of a variable.

e Size-of Operator (sizeof): Returns the size of a variable or data type in bytes.

e Conditional Operator (?:): Provides a concise way to express conditional statements.

® Increment and Decrement Operators (++ and --): Increment or decrement a variable's value by 1.

* Bitwise Operators (&, |, », ~, <<, >>): Perform operations on individual bits of data

2. Explain function overloading with example ?

Function overloading in C++ allows you to create multiple functions with the same name but different
parameter lists. This means they can accept different types or numbers of arguments, providing flexibility in

function calls. Key points: based on the arguments you provide when calling it.

® Same name, different parameters: Overloaded functions must have the same name but differ in their
parameter lists (number or types of arguments).
e Compiler chooses the match: The compiler selects the appropriate function to call

® Return types can vary (optional): Overloaded functions can have different return types, but it's not

mandatory for overloading.

Example:
C++

#include <iostream>
int add(int a, int b) {
return a + b;

}
double add(double a, double b) {

return a + b;

¥
void add(int a, int b, int c) {
std::cout << "Sum: " << a + b + c << std::endl;

}

int main() {
std::cout << "Integer addition: " << add(4, 5) << std::endl;
std::cout << "Double addition: " << add(3.14, 2.71) << std::endl;
add(10, 20, 30); // Calls the function with three int arguments

Explanation:

® The add() function is overloaded three times:
= Once to handle integer addition
= Once for double addition
= Once to print the sum of three integers
® The compiler determines which version to call based on the types of arguments passed in the function
call.

Benefits of function overloading:



* Improves code readability and maintainability by using the same function name for similar operations.

* Provides flexibility in function calls, allowing for different argument types without creating multiple
function names.

® (an lead to more concise and organized code

3. Explain single inheritance with example ?

Single inheritance:

* A mechanism where a new class (derived class) inherits properties and behaviors from an existing class
(base class).
* Derived class acquires public and protected members (not private) of the base class.

® Represented using : followed by base class name in derived class declaration.

Example:
C++

#include <iostream>
class Animal {
public:
void eat() {
std::cout << "Eating...\n";
}
¥
// Derived class Dog inherits from Animal
class Dog : public Animal {
public:
void bark() {
std::cout << "Woof!\n";

}
}s
int main() {
Dog myDog;
myDog.eat(); // Inherited from Animal
myDog.bark(); // Specific to Dog
}

Explanation:

® The Dog class inherits from the Animal class using : public Animal.
® Animal is the base class, providing the eat() method.
® Dog is the derived class, inheriting eat() and adding bark().

Benefits:

® Code Reusability: Share common code in the base class.
® Code Organization: Group related classes hierarchically.

"Is-A" Relationship:



* Derived class "is-a" type of base class (e.g., Dog is-a Animal).

Other Inheritance Types:

¢ Single inheritance is one of several (e.g., multiple, multilevel)

4. Explain multiple inheritance with example ?

Multiple Inheritance:

® |t involves a derived class inheriting from two or more base classes.
® The derived class acquires the public and protected members of all its base classes.
* |t's represented by listing multiple base classes with colons (:) in the derived class declaration.

Example:
C++

#include <iostream>
// Base classes
class Animal {
public:
void eat() {
std::cout << "Eating...\n";
}
¥
class WingedCreature {
public:
void fly() {
std::cout << "Flying...\n";
}
}s
// Derived class Bat inherits from both Animal and WingedCreature
class Bat : public Animal, public WingedCreature {
public:
// Can use members from both base classes

}s
int main() {
Bat myBat;
myBat.eat(); // Inherited from Animal
myBat.fly(); // Inherited from WingedCreature
}

Key Points:

* Multiple Base Classes: A derived class can inherit from multiple base classes.

* Member Inheritance: The derived class gets public and protected members from all base classes.

* Order of Inheritance: The order of base classes in the declaration can matter for constructor calls and
ambiguity resolution.

¢ Diamond Problem: Multiple inheritance can lead to the "diamond problem" if two base classes have a
common ancestor, potentially causing ambiguity in inherited members.



Virtual Inheritance: C++ offers virtual inheritance to address the diamond problem by ensuring only
one instance of the common ancestor's members is inherited.
Benefits:

= Reuse functionality from multiple unrelated base classes.

= Model complex relationships more accurately.



